Web Services-Web Service Provider

WebObjects supports Web Services both as a producer and a consumer, and it actually works quite well once you figure out how to get things properly
configured. Hopefully this walkthrough can jumpstart that process for you.

Setting up a WO Web Services Project

Here are the basic steps for setting up a Web Services producer with WebObjects and Eclipse/WOLips:

1. Create a new WOApplication project
2. Edit the project's Build Path, and go to the Libraries tab
a. Add the following external jars from /Library/WebObjects/Extensions.
® axis.jar
commons-logging.jar
commons-discovery.jar
wsdl4j.jar
saaj.jar
® jaxrpc.jar
b. Edit the WO Frameworks collection and add the JavaWebServicesSupport framework from the System frameworks
3. Create a class to hold your web service methods. The methods do not need to be static and can both take complex types as parameters and
return complex types as return values. For now, just return primitive types and/or String.
4. Edit your Application class and add WOWebServiceRegistrar.registerWebService("PublishedNameOfYourWebService",
NameOfTheClassYouJustMade.class, true);

That's it. Now when you start your app, you can request http://yourserver.com/cgi-bin/WebObjects/YourApp.woa/ws/PublishedNameOfYourWebService?
wsdl and it will return the autogenerated WSDL document that you can use with any number of web service clients to interact with your server.

Complex Types with WO Web Services

So now the issue of complex types. Returning complex types is fine, but you have to register the serializer and deserializer classes for each complex type
you reference. If you do not, the server will attempt to serialize your object using the ArraySerializer (you'll see this exception on the server), and the client
will complain about a nonsensical error with SYSTEMID (gotta love terrible error handling!). The fix for this is for each of your complex types, call the
following method in your Application constructor:

WOWebServiceRegistrar.registerFactoriesForClassWithQName(new BeanSerializerFactory(_class, _gName), new BeanDeserializerFactory(_class,
_gName), _class, _gName);

where _class is the Class object that represents your complex type, and _gName is the QName (fully qualified name) of the class as it appears in your
WSDL document. For instance, if you created a complex return type named Person and it is in the com.yourserver.service package, _class would be com.
yourserver.service.Person.class and _gName would be new QName("http://service.yourserver.com”, "Person"). Notice that the namespace is the inverse
of your package name. You will need to call this method for each of the parameters and return types your reference.

For the record, | have no idea why you have to do this step manually - The WSDL was autogenerated, and thus it KNOWS the classes and their QName
WSDL mappings, but | was not able to get things to work properly without this step. If anyone knows why this is, or a way around it, please update this
article.

With these registrations, you should now be able to communicate with WO using any standard Web Service client (Axis, .NET, etc).

Sessions and WO Web Services

You may have noticed in your Web Service methods that you have no WOContext, WORequest, WOSession, and friends passed in. Do not fret. The
WebServiceRequestHandler takes care to hook you up in this department using Axis's MessageContext class. You can use the following code to get to
your WOSession:

WOContext context = (WOContext)MessageContext.getCurrentContext().getProperty("com.webobjects.appserver.WOContext");
WOSession session = context.session();

or the shortcut
WOSession session = WOWebServiceUtilities.currentWOContext().session();

The following additional keys are accessible through the MessageContext:

"com.webobjects.appserver.WOContext" = the WOContext for this request

"transport.url" = | /believe/ this contains the full request URL up to the query string
org.apache.axis.transport.http.HTTPConstants.MC_HTTP_SERVLETPATHINFO = contains the request's request handler path
"Authorization" = contains the Authorization header, in the event that you need to process things like Kerberos/SPNEGO, etc.
"remoteaddr" = contains the request's remote address


http://yourserver.com/cgi-bin/WebObjects/YourApp.woa/ws/PublishedNameOfYourWebService?wsdl
http://yourserver.com/cgi-bin/WebObjects/YourApp.woa/ws/PublishedNameOfYourWebService?wsdl

Consuming with Axis in Java

If you are using Axis to consume a WO Web Service, be advised that there is an outstanding bug (open since circa 2003, no less) that axis by default does
not support passing more than one cookie to the server. WO sends both woinst AND wosid, so you lose your session ID from the client on the return trip to
the server. This can be fixed by applying the patch from http://issues.apache.org/jira/browse/AXIS-1059 to your client's axis.jar. Axis 1.1 has been archived
at Apache, but you can download the source from http://archive.apache.org/dist/ws/axis/1_1/ . The patch does not perfectly apply. There are two rejected
hunks, but it should be very obvious how to fix the rejects (the patch has two System.out.printins that it claims were in the original source that were not).
After fixing that, you can setStoreSessionldinCookies(true) on your server's WOSession and setMaintainSessions(true) on your client's ServiceLocator and
you'll be good to go.

This Axis bug appears to be fixed in recent versions of Axis, including version 1.4. Trying to upgrade the version of Axis in your WO Web Services server
is not likely to be a happy experience (and likely neither will be upgrading Axis in a Direct To Web Services client - though | haven't tried this). However, it
does seem to be possible to use a later version of the Axis jars on the classpath of a WebObjects application that intends to use classes generated by

WSDL2Java to connect to a remote Web Services server - assuming that there are no WebObjects classes included in the WSDL. It is important in this
case that you use matching version of WSDL2Java.

Consuming with WebServicesCore.framework

There are several complications when it comes to using WebServicesCore with WebObjects, all of which stem from the WSMakeStubs generated code.
Upon using the code generated by WSMakeStubs, you will run into the following issues that need to be fixed in its code:

WSMakeStubs

Apple provides a program called WSMakeStubs that is similar to WSDL2Java in Axis, except that it sucks. It will, however, at least give you a starting point
for building your web service client code, and with the changes outlined below, you can end up with decent client APIs.

Running WSMakeStubs is very simple:
/Developer/Tools/WSMakeStubs -x ObjC -name NameOfServiceClass -url http://yourserver.com/cgi-bin/WebObjects/YourWOA.woa/ws/YourService?wsd|
This will produce Objective-C code that you can use to call your web service. As opposed to Axis, WSMakeStubs produces stateless code for your service

(i.e. no session tracking or cookie support - only static methods for each method of your web service). All of the methods appear at the end of
NameOfServiceClass.m that you will need to call. WSMakeStubs also produces WSGeneratedObj.m, which contains the lower level web service core calls.

Service Methods Without Return Values

Another bug in WSMakeStubs is related to methods that don't have return values. For void methods, the methods are never actually CALLED by
WSMakeStubs. If you look at the code for the returnValue method, you will see that it never calls super getResultDictionary. The problem with this is that su
per getResultDictionary is the code that actually executes the web service method. Simply change the definition for your void method to be:

- (id) resultValue {
return [self getResultDictionary];

}

And everything will work as planned.

Bugs and Changes to WSGeneratedObj

WSGeneratedObj is MOSTLY bug free. However, there there are a couple changes required to fix a memory leak it generates (from cocoadev.com):

At the end of getResultDictionary, add:

if (fRef) { // new code

WeMet hodl nvocat i onSet Cal | Back(f Ref, NULL, NULL); // new code
} /1 new code
return fResult; // original code

which now reveals that the NSURL that is used is double-freed, fixable by removing one line from createlnvocationRef:


http://issues.apache.org/jira/browse/AXIS-1059
http://archive.apache.org/dist/ws/axis/1_1/
http://yourserver.com/cgi-bin/WebObjects/YourWOA.woa/ws/YourService?wsdl
#
#
#

NSURL* url = [NSURL URLWthString: endpoint];
if (url == NULL) {
[self handl eError: @NSURL URLWthString failed in createlnvocati onRef" errorString: NULL errorDonai n:
kCFSt r eanEr r or Domai nMacCSSt at us error Nunber : paranErr];
} else {
ref = WSMet hodl nvocati onCreat e( (CFURLRef) url, (CFStringRef)nmethodNane, (CFStringRef) protocol);
/1 [url release]; renove this line

Another change | like to make in the generated is to remove the hard-coded service URLs and pass them in from the code that calls the service (much like
Axis does). This should be a fairly straightforward change, but | wanted to make a note about doing it. It will be fairly common that you want to talk to a
development server and a production server using the same code, and as a result, you will want that variable to be parameterized.

Passing a Complex Type to WO

WSMakeStubs provides no direct support for passing complex types around - All you get is an NSDictionary, and all you can send back is an
NSDictionary, with no instructions as to what exactly is IN these dictionaries.

To send a complex type back to WO, you have to set the following keys in your dictionary:

[dictionary setObject: @http://extranet. ndtask. ndi mensi on. conf' forKey: (NSString *)kWRecor dNanespaceURI ] ;
[dictionary set Cbject: @WsConpany" forKey: (NSString *)kWRecor dType] ;

Where kWSRecordNamespaceURI's value is the XML namespace of the type of the complex object you are passing, and kWSRecordType's value is the
name of the type. On the WO side, the namespace will be the reverse of the type's class name, and the record type will be the name of the class. For
instance, in the example above, the actual class on the server was named com.mdimension.mdtask.extranet. WSCompany .

The rest of the dictionary contains attribute=>value mappings. For instance, WSCompany in the example above has a "name" attribute, so the dictionary
would also contains a "name" key that maps to the corresponding value.

When sending NSDictionary instances from Cocoa, the WO will fire the WOGIoballDDeserializer and it will not properly parse the nsdictionary or nsarray, it
appears that there is no default deserializer on the WO side for those classes.

One solution is to add

@ npl enent ati on NSCbj ect (NSObj ect _WOXM.)

- (NSString*)xm Plist {
NSString* error;
NSDat a* data = [ NSPropertyListSerialization dataFronPropertylList:self
f or mat : NSPropertyLi st XM_.Format _v1_0
errorDescription:&error];
return [[[NSString alloc] initWthData:data encodi ng: NSUTF8St ri ngEncodi ng] aut or el ease] ;
}

@nd

on the cocoa side, than call it when compiling the arguments for the WSMethodInvocationRef
Than on the WO side use NSPropertyListSerialization.propertyListFromString(xmlPlist) to recreate the object.

Return Values from WO

One of the other problems WSMakeStubs has is that it doesn't produce a valid identifier for retrieving a WO web service return value. In the generated
code, you will see something like

- (id) resultValue {
return [[super getResultDictionary] objectForKey: @ getBillabl eConpaniesReturn"];
}



however, the actual return value name requires its namspace to be included. The fixed version of the routine looks like:

- (id) resultValue {
return [[super getResultDictionary] objectForKey: @nsl:getBillabl eConpani esReturn"];
}

Notice the key starts with "ns1:". This value should match the value that appears in your WSDL.

Example Type Wrappers

Here's an example type wrapper | use based on the WSCompany example above. In the static methods that WSMakeStubs creates that wrap my web
service methods, | simply initWithDictionary this type with the result dictionary from the web service and return an instance of WSCompany rather than the
dictionary. When | send one of these objects back, | simply send wsCompany dictionary in the wrapper method.

@nterface WsConpany : NSObj ect {
NSMut abl eDi cti onary *nyDictionary;
}

-(id)initWthDictionary: (NSDictionary *)_dictionary;
-(NSDictionary *)dictionary;

-(NSString *)naneg;

-(NSString *)conpanyl D;

@nd

@ npl ement at i on WSConpany

-(id)initWthDi ctionary: (NSDictionary *)_dictionary {
self = [super init];
nyDictionary = [[_dictionary mutabl eCopy] retain];
[myDictionary setCbject: @http://extranet. ndtask. mdi mensi on. comt' forKey: (NSString *)kWsRecor dNanespaceURI ] ;
[myDictionary set Qbj ect: @WSConpany" forKey: (NSString *)kWsRecordType];
return self;

}

-(void)deall oc {
[myDictionary rel ease];
[ super deal | oc];

}

-(NSDictionary *)dictionary {
return nyDictionary;

}

-(NSString *)name {
return [nyDictionary objectForKey: @nane"];

}
-(NSString *)conpanyl D {
return [nyDictionary objectForKey: @conpanyl D'];

}
@nd

Fault Handling

WSMakeStubs doesn't handle the fault properly but it's in the dictionary. In +resultForinvocation: | added a few lines to check for and return the fault


#

+ (id) resultForlnvocation: (WsGener at edQoj *)i nvocati on; {
result = [[invocation resultValue] retain];
/1 Added check if a fault occured and return the fault string if so
if([invocation isConplete]) {
if([invocation isFault]) {
result = [[invocation getResul tDictionary] val ueForKey: @/ FaultString"];
}

}
11

[invocation rel ease];
return result;

Stateful Services

Below is the necessary code to enable cookie support and stateful session with the files generated by WSMakeStubs. This code also includes changes so
the base web services URL is supplied in the init method and allows specifying a timeout value (which | defaulted to 30 seconds). To WSGeneratedObj.h,
add three new member variables:

@nterface WsGeneratedObj : NSObj ect {
WBMet hodl nvocat i onRef f Ref;
NSDi cti onary* fResult;
NSDi cti onary* f Cooki es;
NSString fURLString;
int fTinmeout;

id fAsyncTarget;

SEL f AsyncSel ector;
b

Here are the new methods to add to WSGeneratedObject.m:



-- (id) initWthWbServi cesURLString: (NSString*)url String

{
if (self = [super init]) {
fURLString = [url String copy];
}
return self;
}
- (NSString*) getWbServicesURLString { return fURLString; }
- (NSURL*) getWebServicesURL { return [NSURL URLWthString: [self getWbServicesURLString]]; }
- (NSArray*) getReturnedCookies
{
NSDi ctionary *results = [self getResultDictionary];
if (nil == results)
return nil;
CFHTTPMessageRef msgRef = (CFHTTPMessageRef)[results object ForKey: (id)kWHTTPResponseMessage];
NSDi cti onary *headers = (NSDi ctionary*) CFHTTPMessageCopyAl | Header Fi el ds(nsgRef) ;
[ headers autorel ease];
/I parse the cookies
NSArray *cookies = [ NSHTTPCooki e cooki esWt hResponseHeader Fi el ds: headers forURL: [self getWbServicesURL]];
return cooki es;
}
- (void) setCookies: (NSArray*)cookies
{
[f Cooki es rel ease];
f Cooki es = [[ NSHTTPCooki e request Header Fi el dsW t hCooki es: cooki es] retain];
WBMet hodl nvocat i onSet Property([self getRef], kWSHTTPExtraHeaders, f Cookies);
}
- (int)timeoutValue { return fTineout; }
- (void)setTimeout: (int)t
{
if (t >=0 &t < 600)
f Ti meout = 30;
}

You will need to modify -dealloc to release fCookies and fURLString. Below is my modified version getCreatelnvocationRef. It is modified to get the URL
using the new accessor methods above, to get the method name from the class name (which makes a lot more sense than hard-coding it to the class
name in every subclass), and to set the timeout. After that is a generic resultValues method so that your generated subclasses can have their -
resultValues and -getCreatelnvocationRef methods removed---the only methods they require are for setting parameters. There is also a commented out
line that you can uncomment to have debug information included in the results dictionary. This is very helpful when trying to debug the transfer of complex
objects.



- (WBMet hodl nvocati onRef) genCreat el nvocat i onRef
{
WBMet hodl nvocati onRef invRef = [self createlnvocationRef
/*endpoi nt*/: [self getWebServi cesURLStri ng]
met hodNane: NSStringFronCl ass([sel f class])
protocol : (NSString*) kWSSOAP2001Pr ot ocol
style: (NSString*) kWSSOAPStyl eRPC
soapAction: @"
nmet hodNanespace: @ http://Def aul t Nanespace"];
//set a tine-out value
if (fTimeout > 0) {
WSMet hodl nvocat i onSet Property(i nvRef, kWSMet hodl nvocati onTi meout Val ue, (CFTypeRef)[ NSNunber nunber Wt hint:

fTi meout]);

/1 WSMet hodl nvocat i onSet Property(i nvRef, kWsDebugl ncom ngBody, (CFTypeRef)kCFBool eanTrue);

}
return invRef;

}

- (id) resultValue

{
NSString *key = [NSString stringWthFormat: @nsl: %@Return”, NSStringFronC ass([self class])];
return [[self getResultDictionary] objectForKey: key];

}

To use stateful services, call getReturnedCookies after the first request and store the cookie dictionary. Then call setCookies: with that dictionary on all of
your subsequent web services calls. Depending on the cookies you use, you might want to save a new copy of the cookies dictionary after each request.
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